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ABSTRACT 

In this paper, the repertory grid is presented as a technique to 
explore novice programmers’ experiences within the context of an 
action research project. The theoretical and methodological 
aspects of the technique are discussed. The findings from the 
technique that combined quantitative and qualitative data analysis 
methods are provided. These findings relate to the learning 
process, learning content, and learning support as experienced by 
the students in an introductory object-oriented programming 
course. The repertory grid technique is then appraised for its 
relevance and usefulness to the project, and for its contribution to 
the diversity of computer science research methods. Insights 
gained from the use of the technique are shared with the 
community of computer science educators. 
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1. INTRODUCTION 
The repertory grid technique is a form of structured interview to 
find out a participant's preferences on a given topic and the way 
these preferences are ordered on a rating scale. The repertory grid 
was designed by Kelly [27] who believed that to understand a 
person one has to understand how that person interprets personal 
choices. Kelly drew his insights from his Personal Construct 
Theory (PCT) which supports interpretivist research and is guided 
by pragmatic logic that assigns the burden of discovery to the 
researcher to find out what the participant in the phenomenon 
under investigation has learned.  

This paper describes an action research project in which the 
repertory grid technique was used to gain a deeper understanding 
of the perspectives of novice programmers. The experience of 
using the technique and the findings from the study are presented, 
along with recommendations for other computer science educators 
who teach introductory programming. It is proposed that there 
should be a wider use of the repertory grid as a research method in 
Computing Education Research (CER). 

The outline of the paper is as follows: In Section 2, the theoretical 
background of the technique is explained. In Section 3, the 
appropriateness of using the technique to explore the experiences 
of novice programmers is examined. Section 4 establishes the 
context of the action research project in which the repertory grid 
technique was used. Section 5 deals with data collection 
procedures such as grid setup and elicitation of the participants’ 
preferences. This section also describes the content analysis 
techniques that integrated quantitative and qualitative measures. 
Empirical findings about the learning experiences of the students 
are categorized and summarized in Section 6. The paper 
concludes (Section 7) with a discussion of the implications of the 
findings, and with a critique of the repertory grid as a technique 
for understanding the personal constructs of novice programmers. 

2. THEORETICAL BACKGROUND 
The repertory grid is a set of rating scales with the ratings 
arranged in rows and columns. The four components [26] of a 
repertory grid are: (a) the topic that deals with the general field of 
personal knowledge within which the grid is situated; (b) the 
elements that are the examples of the topic; (c) the constructs 
(preferences elicited from the participant) that are the units of 
description about the elements; and (d) the ratings that each 
participant gives to each element on each construct. During the 
interview, three of the elements are taken together and the 
respondent is asked which two of the elements are the same in 
some way, and different from the third element. The participant’s 
expressions are noted as constructs on a rating scale. The 
participant then rates the elements on this construct. The process 
is repeated until no more constructs can be elicited. The repertory 
grid yields data in the form of numeric grid ratings and descriptive 
constructs. The quantitative data can be statistically analyzed, 
while the personal constructs are amenable to qualitative content 
analysis. 

The repertory grid technique is anchored in PCT, with its 
fundamental principle of constructive alternativism that perceives 
each person as a scientist capable of formulating constructs about 
the world. Kelly [27] postulated eleven corollaries to amplify his 
theory: People develop varying representations of their 
experiences (Experience corollary) by representing them as 
constructs (Construction corollary), with each individual being 
unique in his or her way of seeing the world (Individuality 
corollary). However, people are similar to the extent that they see 
meaning in events similarly (Commonality corollary), and even 
though a person can choose alternatives (Choice corollary), it is 
possible to be aware of and understand the constructs of others 
(Sociality Corollary). The constructs are bipolar in nature 
(Dichotomy corollary), and refer to a finite range of events 
(Range corollary). The constructs are arranged in a hierarchy 
(Organization corollary), with some constructs more applicable to 
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many events (Modulation corollary), while others have less 
internal consistency (Fragmentation corollary). These corollaries 
are worked into the design of the repertory grid that allows a 
person to express bipolar constructs about related events and to 
rate the constructs according to individual preferences.  

The repertory grid interview technique, with its grounding in 
PCT, allows a researcher to understand a respondent’s individual 
perspectives and to find commonalities with the personal 
constructs of co-participants in the same event [20]. It is a suitable 
tool for an action research project that recognizes learners and 
teachers as participants [48]. The output of interviews that 
embody students’ experiences in their own voice has ecological 
validity [16], while the systematic collection of complementary 
quantitative and qualitative data provides internal validity [18]. 
The technique reduces researcher interference or bias as compared 
to more traditional interviewing techniques [1].  

Repertory grids have been used extensively in education, market 
research, politics, and organizational and business applications. In 
the field of education, the analysis of grid data can act as an 
illuminative approach for evaluating teaching and to investigate 
learning outcomes [28]. The interview technique can help to raise 
the focal awareness of the participants and enable them to voice 
their tacit thoughts [40]. Investigations into the influence of open-
ended technology projects on students' thinking [42] and changes 
in students’ understandings of design in information technology 
[41] have revealed that implications for teaching can be drawn 
from the data generated by repertory grids. New findings on 
implicit learning and knowledge have led to the application of the 
technique in areas such as artificial intelligence research on 
knowledge acquisition for expert systems [21], as data gathering 
methodology in information systems [44], as a means of 
improving performance in IT teams [6], and for evaluating the 
usability of mobile technologies [14]. However, the study reported 
in this paper is the first instance of the use of the repertory grid 
technique in CER aimed at exploring the experiences of novice 
programmers. 

3. Experiences of Novice Programmers 
Learning programming is a perennial problem [8] that continues 
to be the focus for studies in CER. It is a well-acknowledged fact 
that introductory programming courses have high failure and 
drop-out rates [3, 29]. Several studies highlight that students lack 
the knowledge and skills for problem solving [30, 32]. Novice 
programmers, in particular, struggle with basic program design 
due to lack of specific knowledge and strategies [10, 36]. Not 
surprisingly, computing education researchers are interested in 
research into students’ experiences of learning programming. 

A review of the literature shows that phenomenography has been 
used as a research method in studies that explored students’ 
experiences of programming.  Booth [5] found that the experience 
of programming was fundamental to students generating, 
expanding, and refining programming conceptions. Bruce et al. 
[7] studied the ways that students go about learning to program 
and identified five different ways in which learning approaches, 
activities, and motivations influenced the ways of seeing 
programming, programs, and the programming language. 
However, none of these phenomenographic studies focused on the 
specific use of resources or programming activities to obtain 
feedback about the course design. On the other hand, Eckerdal 
[13] used content analysis of interviews to investigate how 
different resources were used by students to learn programming 
and how the students had experienced that the different resources 

supported them in their learning. Eckerdal concluded that 
depending on the student’s approach, the resources provided 
superficial or meaningful support for learning. Eckerdal 
recommended that resources and learning activities that involve 
use and understanding in a complex way facilitate deeper learning 
approaches to programming.  

Most evaluations of innovative course designs in computing [23, 
39, 45] rely on surveys to obtain feedback about the course 
components. A study that combined ethnographic and cognitive 
methods to understand students’ programming experiences within 
a course context [35] was confined to the use of in-class lecture 
and online newsgroup. There is no existing study that has used the 
repertory grid technique to elicit the personal constructs of novice 
programmers as a means of understanding the course experience 
or as a means of evaluating the course design.  

It is argued that knowledge of how students experience 
programming is vital for drawing conclusions about the kind of 
learning environment and learning experiences that assist students 
to achieve desirable learning outcomes. An explicit consideration 
of students’ perspectives on the usefulness of learning resources, 
activities, and assessments can inform teaching practices in 
introductory programming courses. In the action research study 
reported in this paper, the repertory grid technique serves to 
illuminate the tacit understandings of novice programmers and 
acts as an evaluation tool for a course design that was 
underpinned by theoretical considerations. 

4. RESEARCH CONTEXT 
The action research project, discussed in this paper, implemented 
and evaluated the outcomes of a redesigned introductory Object-
Oriented Programming (OOP) course for undergraduate students. 
The nature of the problems in the introductory programming 
course that motivated this action research can be found in [46]. A 
theoretical framework (also described in detail in [46]) was 
derived from the literature for: 

• Constructive alignment of learning outcomes with 
assessment tasks (programming related online quizzes, 
exams, assignments, projects, and reflective journals); 

• Design of learning and teaching activities (pair and team 
work, lectures, labs, demonstrations, and peer tutoring) to 
encourage students to use deep learning approaches to 
achieve the learning outcomes; 

• Creation of a learning environment that enabled students to 
experience a variety of educationally critical ways [31] of 
learning to program through active and collaborative 
learning;  

• Creation of a learning context with multiple media (IDE, 
visualization software, UML editor, graphical library classes, 
web-based learning objects, videos, games, and multimedia 
tutorials) to enhance the learning experiences. 

The course was implemented in two semesters (2008 to 2009) 
corresponding to two cycles of the action research project. The 
course design was revised in the light of the initial feedback 
obtained from the students, and was further fine-tuned after the 
second evaluation. During the course implementation, 
questionnaires, students’ journals, work assessments, and 
observations served as formative feedback [15] of the course 
design. A mixed methods two-phase sequential explanatory 
design [9] was used for the summative evaluation of the outcomes 
of the action research project. In each cycle, the learning 
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approaches of the students were ascertained 
questionnaire [4] to determine to what extent the learning context 
influenced the learning approaches of the students
how the learning environment influenced the learning experie
of the novice programmers, students with maximum variation 
scores for deep and surface learning approaches were identified 
for interviews with the repertory grid. The specific research 
question that was addressed was: How does the learning 

environment influence the learning experiences of the students?

In cycle 1, the course enrollment included one group of 
students from Information Systems, Business Technology 
Management, Design, and Pre University. All 26 students gave 
their consent for the research. The students were non
English speakers of mixed nationalities (Chinese, Portuguese, 
Brazilian, and Nigerian). In cycle 2, there were 
total of 82 students from Business Administration
Information Systems. As in the previous cycle, the students were 
of mixed nationalities (Chinese, Portuguese, Russian, Australian, 
Brazilian, and Nigerian). Seventy-two of these students gave their 
consent for the research. A sample size of 15 to 25 participants for 
an interview with a repertory grid is considered sufficient to 
generate enough constructs to approximate the universe defined 
by the intervention [44]. Fourteen students in cycle 1 of the action 
research project and 15 students in cycle 2 were interviewed
this study.  

5. DATA COLLECTION AND ANALYSIS
This section describes the procedures related to the grid setup and 
construct elicitation that were undertaken in this study. 
analysis combined quantitative and qualitative 
measures. The construct categorization and intercoder reliability 
procedures are given in detail to establish the rigor of the research 
method.  

Figure 1. Sample of a completed repertory grid
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5.1 Grid Setup 
Figure 1 depicts a sample, of a completed grid from this study, 
with the grid components that have been identified. In the figure, 
the constructs that were elicited from a particular student (code 
ARC1S2, or student number 2, from action research cy
the ratings given by the student for each element on each 
construct can be seen. The topic of the grid was 
nature of learning situations in the OOP course. The elements that 
were supplied were the learning situations in the 
course (reflective work, software used, practice quizzes, written 
exam, team project, pair programming, peer help, lecturer 
feedback, web resources, and lecturer material).

There is a wide disparity of views about the 
interviewer supplying/eliciting the elements and constructs
repertory grid [20]. In this study, the 
supplied to the participants. The supplied elements provided a 
basis for gathering participants’ conceptions of 
context, were grounded in theoretical considerations,
comparisons of the responses of resp
student groups. The use of 8 or 10 homogenous, representative, 
and unambiguous elements is recommended in a grid
Following these recommendations, 
activities familiar to the students in the OOP course 
as elements, and the constructs were elicited during the interview 
with each student. At the end of the elicitation period, 
additional construct (Overall learnt a lot 

much) was supplied by the interviewer 
ratings on the supplied construct [25]
students’ views about the course and facilitated 
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5.2 Construct Elicitation 
Computer support for construct elicitation in repertory grids 
allows the researcher to give feedback and rapid analysis, while 
simultaneously attempting to avoid distortion of the elicited 
constructs through personal intervention [43]. Given the 
popularity of the repertory grid technique, several computer-based 
programs are available for grid elicitation and analysis. Of these, 
two Windows-based programs, Idiogrid 2.41 and Rep IV2 were 
considered. Idiogrid provides many advanced statistical analysis 
features, which seemed unnecessary given the interpretative 
nature of this study. During the pilot trials, the Rep IV elicitation 
script proved intuitive to use and the analysis features were 
adequate for predominantly qualitative content analysis.  

The built-in elicitation script in Rep IV offers 3 elements at a time 
for consideration by the respondent. A rating scale ranging from 
two to nine is provided by the software. A 5-point scale was used 
for this study, as a 7-point scale in a repertory grid approaches the 
limits of a participant’s discriminatory abilities, and anything 
above 5 points presents difficulty in visual examination of the grid 
[43]. Two pilot trials (conducted with other cohorts) helped to 
finalize the following procedures for the interviews in this study: 

1. The method for the construct elicitation was read from a 
prepared sheet of paper to ensure consistency in the 
instructions given to the participants. This would reduce any 
bias on the part of the researcher.  

2. Interviews were recorded and the elements that were offered 
by the triadic grid elicitation script were written in a 
notebook so that they could be referred to later to 
contextualize the construct. This removed the possibility of 
imposing the researcher’s interpretation of the construct 
labels.  

3. At the end of the interview, the participants were asked if 
they had any suggestions for improving the course. Since the 
grid data is only indicative, the suggestions would provide 
explanation, validation, and triangulation with other data 
such as the researcher’s personal observations.  

Each interview lasted about an hour during which 9 to 10 
constructs per student were entered in the grid. The following 
qualifying phrase [26] was used to focus the students’ attention on 
the topic during the interview: Which two of these (three elements) 

are the same in helping you to learn programming, and different 

from the third?  The first part of the question yielded the emergent 
pole of the construct (defined by the “1” end of the scale), and the 
second part yielded the implicit pole of the construct (defined by 
the “5” end of the scale). The process of laddering down [12] was 
then employed to clarify the meaning of the constructs. These 
techniques proved useful, especially with those students who were 
non-native English speakers.  

Rep IV automatically generates graphic plots of focused cluster 
analysis and principal components analysis of the ratings. These 
graphs were discussed with the student, and if any student wished 
to adjust ratings or the wording of constructs, then the changes 
were immediately carried out. The opportunity to talk about or 
interpret the patterns added substantially to the researcher’s 
understanding of student thinking, thus making the student an 
essential part of the evaluation process [47]. 

                                                                 
1 http://www.idiogrid.com/ 
2 http://repgrid.com/ 

5.3 Data Analysis 
In the repertory grid technique, each elicited construct constitutes 
a basic unit of analysis that expresses a single unit of meaning. 
Content analysis of grid constructs can take the form of simple 
frequency counts of the number of times the construct occurs, or 
where the elements are identical, as in this study, content analysis 
can be used to aggregate the meanings of the constructs and 
categorize them into themes [43].  

Honey’s [25] content analysis technique, which was used in this 
study, provides a way to combine statistical analysis of the 
numeric ratings of the elements with analytic induction [34] to 
aggregate constructs into categories. Such inductive categories 
emerge from the data and are not applied a priori. Honey’s [25] 
approach to content analysis was based on the assumption that the 
ratings on the elicited constructs that match the ratings on the 
supplied construct portray the individual’s personal meaning of 
the topic. The correlation between the ratings of a construct and 
the rating of the supplied construct (Overall learnt a lot - Overall 

did not learn much) was measured by computing the sum of 
difference and the percentage similarity score using the 
procedures outlined in [26]. The similarity scores for the 
constructs were labeled with a high, intermediate, or low (H-I-L) 
index [25].  

The process of inductive content analysis to create categories of 
the constructs was carried out in several stages. The criterion of 
definition for a category was to identify the learning experience of 
the novice programmers. Following this criterion, 112 constructs 
(elicited from the repertory grid interviews in the first action 
research cycle) were initially analyzed by manual examination of 
the constructs. Coding labels that had sufficient resemblance to 
the original piece of datum were selected, and in an iterative 
process of reflexive scrutiny the constructs were refined to seven 
categories and assigned to three meta-categories:  

• Learning process (Learning as experiencing; Learning 
through reflection); 

• Learning content (Learning by coding; Learning through 
information; Learning from assessment); 

• Learning support (Learning through scaffolding; Learning 
from collaboration). 

Categories that are developed from a data driven content analysis 
of constructs are closer to the raw data, but have low potential for 
replicability by others as they involve an individual construing the 
constructs of others [22]. There is also the problem of 
overgeneralization of the derived categories [17]. Therefore, 
coding consistency checks were applied in this study. Two 
colleagues, neither of whom had taught programming, were given 
the categories with the descriptions. Along with the author, the 
three acted as independent coders. To enhance the consistency 
check, each coder allocated the full set of 112 constructs to the 
categories, rather than using a representative sample. 

Intercoder reliability is essential for validating a coding scheme 
and reflects the amount of agreement or correspondence among 
two or more human coders in assigning exactly the same rating to 
each object [33]. For the nominal-level data in this study, 
Krippendorff’s Alpha was used to calculate intercoder reliability 
coefficients. The index accounts for the level of measurement and 
agreement expected by chance and computes reliability estimate 
for judgments made at any level of measurement, any number of 
coders, with different sample sizes, and with or without missing 
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data [24]. Krippendorff’s Alpha can be calculated by a macro3 
that is freely available for SPSS. As a measure of crosschecking, 
the reliability figures were recalculated with ReCal34, an online 
intercoder reliability calculator that additionally provides results 
for average pairwise percent agreement, Fleiss’ Kappa, and 
Cohen’s Kappa.  

The reliability coefficients, obtained for the first attempt to 
allocate the constructs to the categories by all three coders (two 
colleagues and the author), were 0.53 for Krippendorff's Alpha 
(59.82% for average pairwise percent agreement). A discussion 
among the coders revealed that the bipolarity of constructs led to 
many disagreements. The nature of the implicit and emergent 
poles of constructs was explained to the coders, and a decision 
was taken to be guided primarily by the emergent pole (which 
shows how two elements are alike). The three coders then 
independently carried out a second round of coding, and the 
figures for acceptable levels of agreement are reported as 0.81 for 
Krippendorff's Alpha (84.52% for average pairwise percent 
agreement).  Krippendorff’s alpha is known to be conservative 
and an index of .70 or higher is considered as acceptable. A 
further verbal process of harmonization between pairs of coders 
was conducted until full agreement was reached on the construct 
categories.  

After the constructs were categorized, the mean percentage 
similarity score was computed for each category and was used to 
estimate the relative importance of that category. The aggregated 
set of constructs represents the categorized views of all the 
individuals and additionally conveys a summary of individual 
meanings [26]. Summary tables were created with the category 
headings, and frequencies of constructs from each category. 
Personally salient constructs (referring to the H-I-L indices) on 
which there was consensus in the group were identified. Honey 
[25] compared only the top-and-tail data in his construct analysis 
and discarded the intermediate data. However, this study 
preserved the information about each individual’s views of the 
elements in the programming course. The categorization and 
summary procedures were repeated for the 131 constructs elicited 
in the second cycle of the action research project. 

Kelly [27] defined validity as the capacity of a grid to enable a 
person to elaborate constructs, and he equated validity with 
usefulness. In this study, explicit measures were taken to combat 
threats to validity and trustworthiness through the pilot trials, and 
the coding consistency and intercoder reliability checks described 
in this section. Finally, to enhance the credibility of the findings, 
stakeholder checks were applied through discussions of the 
findings with interested students who had participated in the 
interviews and with the colleagues who acted as coders.  

6. FINDINGS 
The personal constructs of the students revealed which elements 
of the learning environment were considered helpful for learning 
programming. Findings from the repertory grid interviews in the 
first cycle, including students’ constructs, have been summarized 
and reported earlier [46] and are repeated here to show the 
comparison with the findings from the second cycle. Table 1 
shows the numeric findings from the repertory grids in the two 
cycles of the action research project. In the table, the category 
names are followed by the number and percentage of constructs in 

                                                                 
3 http://www.afhayes.com/public/kalpha.sps 
4 http://dfreelon.org/utils/recalfront/recal3/ 

that category, the mean percentage score, and the total number of 
constructs labeled by the H-I-L index. The categories are ordered 
by the percentage similarity scores. 

The data shows that in cycle 1, constructs relating to 
informational resources have the highest mean similarity score 
(53.57%) for all constructs, indicating that these resources were 
considered the most important for learning programming. The 
constructs on learning as experiencing (52.37%) were ranked 
second to learning from informational sources. Learning through 
reflection (45.77%) and learning through scaffolding (43.75%) 
were considered as more helpful for learning programming than 
learning from planning and coding activities (40.71%) and 
programming assessments (40.38%). Constructs relating to 
collaborative work have the lowest mean similarity score 
(33.85%) suggesting that the students had some problems with 
group work. 

In cycle 2, the constructs relating to learning through reflection 
have the highest mean similarity score (56.05%) for all constructs, 
whereas in the previous cycle, Learning through information 
(53.57%) was considered overall effective. Comparison of the 
similarity scores shows the increased importance attached in cycle 
2 to scaffolding measures (54.05% vs. 43.75% in cycle 1) and 
programming practice (49.09% vs. 40.71% in cycle 1). The 
similarity score for constructs relating to collaborative work was 
again the lowest (33.64%), indicating recurrent problems with 
group work. In cycle 2, learning from assessment (46.11%) was 
considered marginally more effective than learning as 

experiencing (44.71%).  

Major changes were made to the course design after the first 
action research cycle, based on the formative and summative 
evaluations that were conducted. However, in this paper, only 
specific changes made to the course design that are related to 
findings from the repertory grid interviews are noted. The 
categories that emerged from the constructs are discussed next, 
grouped by meta-categories (learning process, learning content, 
and learning support). Students’ constructs are indicated in italics. 

6.1 Learning Process 

6.1.1 Learning through Reflection  
Constructs in this category related to students’ reflections on their 
personal understanding or knowledge development. Course 
elements that encouraged self-reflection included writing journal 
entries about the learning plans, goals, and motivations.  

In cycle 1, activities that were easy to comprehend, generated 
ideas or reflected the skill or ability of the student to program 
were considered moderately effective for learning and 
understanding. Personal development and learning through effort, 
new ideas, and discovery about knowledge were valued as also 
learning about weakness and improving. Self-study skills were 
perceived to be only for individual benefit and not conducive for 
developing leadership and organizational skills. There was some 
awareness of learning as problem solving, combining different 

thinking, and being able to change your learning. The constructs 
reflected the value of writing reflections. As such, journal writing 
was retained as an activity for the second cycle, though the 
frequency was reduced from weekly submission to three times 
during the semester. 
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Table 1. Categories of constructs from two cycles of the action research project 

Cycle 1 constructs Cycle 2 constructs 

Category names 
Number 

% 

Mean 

% 

Total 

H-I-L 
Category names 

Number 

% 
Mean % 

Total 

H-I-L 

Learning through 
information 

7 
6% 

53.57 2H, 3I, 
2L 

Learning through 
reflection 

19 
15% 

56.05 7H, 8I, 
4L 

Learning as 
experiencing 

19 
17% 

52.37 8H, 4I, 
7L 

Learning through 
scaffolding 

42 
32% 

54.05 13H, 12I, 
17L 

Learning through 
reflection 

26 
23% 

45.77 5H, 12I, 
9L 

Learning by coding 
11 
8% 

49.09 8I, 3L 

Learning through 
scaffolding 

20 
18% 

43.75 6H, 6I, 
8L 

Learning through 
information 

4 
3% 

46.25 1H, 1I, 
2L 

Learning by coding 
14 

13% 
40.71 4H, 2I, 

8L 
Learning from 

assessment 
9 

7% 
46.11 2H,4I, 

3L 

Learning from 
assessment 

13 
12% 

40.38 2H, 5I, 
6L 

Learning as 
experiencing 

35 
27% 

44.71 4H, 10I, 
21L 

Learning from 
collaboration 

13 
12% 

33.85 1H, 5I, 
7L 

Learning from 
collaboration 

11 
8% 

33.64 2H, 9L 

In cycle 2, the course elements were perceived as contributing to 
understanding about oneself and understanding the practical and 
conceptual aspects of programming. The constructs revealed 
perceptions of programming as a way of thinking to solve 
problems. The notion of programming as thinking was variously 
construed as need to think, logical thinking, thinking about 

achievement, and to a lesser extent as about individual thinking 

and thinking about experience. Ideas generated during the course 
were classified as creative and business. The course was seen as 
offering an insight into one’s learning.  

6.1.2 Learning as Experiencing  
Constructs in this category described the environment in which 
learning took place or were related to value judgments of the 
course design. Some constructs were affective outcomes 
expressing emotions or feelings about the learning activities. 

In cycle 1, constructs that related to long term work, more variety, 
and active course work revealed the course aspects that the 
students found relevant for their learning. There was no consensus 
about the usefulness of compulsory or optional activities for study 
and practice. Constructs relating to personal opinion, freedom to 

research or ask, freedom of choice, and more personality based 
activities pointed out study preferences and areas for improvement 
of the course design. These needs were explicitly addressed in the 
course redesign for the second cycle. 

In cycle 2, the course elements were experienced as leading to 
individual development and helpful for learning. The course 
generated new ideas, but was also more challenging than other 
courses. Constructs with moderate ratings referred to the course 
elements as complements knowledge, being able to change 

knowledge, and encouraging creativity for improvement. The 
course was experienced as interesting, easy to follow, with clear 

direction for work, and encouraging independent work. Less 
salient constructs pointed to the course as being boring and 
requiring hard work for compulsory assignments. 

6.2 Learning Content 

6.2.1 Learning from Assessment  
This category summarizes aspects that relate to assessments and 
grading. The practice quizzes, pair assignments, written exam, and 

the team project included formative and summative assessment. 
Evaluation of programming skills and affective values was 
undertaken using a holistic grading scheme.  

In cycle 1, students were able to differentiate between formative 
assessments, that allowed students to practice and receive 
comments about their errors, and summative assessments that 
simply returned the grade. Assessment activities were generally 
perceived as giving the result of knowing, the way to get answers, 
and helping one to become aware of errors and progress. There 
was indication of the need for help before learning, and more 
practice, to show what is missed in learning. In the second cycle, 
more practice exercises with solutions were provided. 

In cycle 2, students could again differentiate between formative 
assignments that enabled one to prepare with answers, and 
summative assignments that just showed the result of preparation. 
Assessments were seen not only as a way to improve the grade, 
but also as a chance for improving one’s work and testing 
understanding. 

6.2.2 Learning by Coding  
This category describes programming related activities that 
included designing a program (with use cases, CRC cards, and 
UML diagrams), and reading and writing code. 

In cycle 1, the students’ constructs were divided on what 
constitutes effectiveness for learning programming –knowing how 
to write code or knowing how to design a program. Some 
constructs focused on the difficulty of writing code as compared 
to reading code. Students perceived real-time programming as 
being more helpful for learning. Several constructs referred to 
working on the big picture or ideas for plan, or steps to plan when 
programming. Students were able to differentiate the use of 
programs from thinking about programming, and doing 

programming from learning about programming. Some 
constructs related to the need for more solutions for programming 
problems and step-by-step tutorials. In the second cycle, more 
emphasis was given to reading code to prepare students to be able 
to write code. 

In cycle 2, none of the constructs ranked closely with any 
individual’s rating on the overall construct. On the other hand, 
constructs that moderately matched the overall construct 
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differentiated between using a tool for programming, learning 
programming, and thinking about programming rather than how 

to do programming. The lowest ranked constructs showed that 
students perceived programming more as writing code, than as 
planning and design of programs. 

6.2.3 Learning through Information  
This category relates to learning from resources such as lecture 
slides, notes, books, and web pages.  

In cycle 1, the resources were perceived as overall most effective 
for learning programming. Students differentiated the learning of 
theoretical programming concepts from developing affective 
values such as communication and organisation skills, and 
cooperative work. The code samples and information provided for 
the assignments or freely available on the Internet were 
considered the most helpful for learning to program. In the second 
cycle, the layout of the course web page was further improved and 
specific resources were created to tackle programming errors and 
misconceptions. 

In cycle 2, there were only four constructs in this category, with 
two constructs from the same student. This student found the 
information sources provided accurate information, unlike the 
questionable information given by peers. However, as compared 
to the reference material provided, this student preferred 
redirection or personal intervention when trying to solve a 
problem. The other two students found the resources as useful for 

new ideas and to a lesser extent to motivate to learn. 

6.3 Learning Support 

6.3.1 Learning through Scaffolding  
This category relates to learning from feedback and solutions 
from peers, student tutor, lecturer, BlueJ IDE, learning objects, 
and Jeliot visualizations.  

In cycle 1, feedback about programming errors and mistakes was 
considered useful for increasing understanding and for improving 
the work. There was no clear consensus about the effectiveness of 
help before, or after completing an individual assignment. The 
need for more individual help, comments after work, more 

language help, and classmate help was evident. Students 
construed the many forms of help as share knowledge, ask for 

help, want to help, and need to help. In the second cycle, more 
detailed feedback was provided for assessments, and a student 
tutor (who spoke Chinese and English) was appointed to help 
students. 

In cycle 2, this category had the largest number of constructs (n = 
42). Course elements that were helpful for coding errors, for 
review, and problem solving were perceived as highly beneficial. 
The provision of help by choice and self-help was appreciated. 
Specific help in the form of feedback for Java code, program 
design, and sample solutions was found moderately useful. The 
usefulness of help from the student tutor in Chinese was also 
mentioned. 

6.3.2 Learning from Collaboration  
This category relates to collaboration among students for pair 
programming and team projects.  

In cycle 1, this category averaged the least score for overall 
effectiveness for learning (33.85%). Inexperience with group 
work and conflicts within teams were seen as problems. Some 

constructs did relate to the benefit of sharing ideas and solving 
problems together. The concept of working partnership and the 
association of team work and knowledge was also evident. More 
attention was paid in the second cycle to developing team 
building, negotiation and conflict solving skills amongst students. 

In cycle 2, this category again averaged the least score for overall 
effectiveness for learning (33.64%). Some course elements were 
seen as offering moderate opportunities for discussion and sharing 

learning process. There was a marked preference for individual 
work and less for the compulsory team and pair work. 

6.4 Summary 
Table 2 shows the meta-categories with the mean similarity scores 
of the categories from both cycles, and the overall scores that 
show the relationship with the Overall learnt a lot construct. The 
elements supplied in the repertory grids were the learning 
situations in the course. The meta-categories refer to the elements 
in terms of effectiveness for learning programming. The students’ 
perceptions revealed that the learning process was considered as 
the most beneficial for learning (49.73%) as compared to the 
learning content (46.02%) or the learning support (41.33%). 

In summary, the personal constructs elicited in cycle 2 showed a 
significant shift in the way the students experienced the course. 
Learning through informational sources gave way to a focus on 
course activities that led to understanding. Students’ perceptions 
of thinking as a way of programming were evident. The benefits 
of scaffolding were clearly identified in both cycles as playing a 
role in improving programming competencies. Formative 
assessments continued to be helpful, while collaborative work was 
still perceived as problematic. The perceptions of the students 
indicated they did not quite like working in teams, even if the 
collaborative work resulted in high quality projects. Support for 
learning (provided by personal feedback from lecturer and tutor, 
through adaptive and interactive software, visualizations, and 
multimedia tutorials) was considered as more conducive for 
learning than collaborative pair and team work. The investigation 
of the personal constructs and the perceptions of effectiveness of 
the learning and teaching activities revealed which factors might 
be important for the students and should thereby be the focus for 
further fine tuning of the course design. 

 

Table 2. Perceived overall effectiveness of course components 

Meta 

category  

Category M % Overall  

M % 

Learning 
process 

Learning through 
reflection 

50.91 
49.73 

Learning as 
experiencing 

48.54 

Learning 
content 

Learning through 
information 

49.91 

46.02 Learning by  
coding 

44.90 

Learning from 
assessment 

43.25 

Learning 
support 

Learning through 
scaffolding 

48.90 

41.33 
Learning from 
collaboration 

33.75 
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7. DISCUSSION 
The repertory grid technique was employed for understanding and 
to investigate the learning experiences of novice programmers. 
The benefits of the technique for data gathering and analysis are 
discussed, along with some limitations that arose. The insights 
gained from using the technique to evaluate the outcomes of a 
redesigned introductory OOP course for undergraduate students 
are shared. 

In this study, questionnaires, student journals, work assessments, 
observations, and repertory grid interviews were employed to 
gather data. However, the repertory grid provided richer data than 
any of the other data sources or any of the traditional course 
evaluation questionnaires used previously by the author. The 
repertory grid enabled a holistic view of the programme for course 
evaluation and feedback, and it facilitated the reflection-in-action 
[38] that is essential for an action research project. It enabled 
formative monitoring of the influence of the learning environment 
and summative evaluation of the innovation validity [2] crucial 
for determining the outcomes of an action research project aimed 
at improving programming learning outcomes. The person-
oriented aspect in personal construct theory allowed a deeper 
understanding of the experiences of the students, while the 
acknowledgment of their different perspectives and the 
suggestions offered for course betterment enabled improvements 
to the course design.  

Three specific benefits [11] of utilizing repertory grids are 
applicable to this study: 

1. By asking the students to construe the same phenomenon 
(the programming course) in terms of effectiveness for their 
learning, the repertory grid enabled shared cognitions to be 
identified without the drawback of using a priori categories;  

2. The interviews with the grids allowed the students (most of 
whom were non-native English speakers) to articulate their 
experiences, and simultaneously enabled the elicitation of  
further details;  

3. The qualitative and quantitative data that was obtained was 
rich enough to examine each participant’s unique constructs, 
while permitting rigorous content analysis and reliability 
checks. 

The repertory grid technique contributes to the diversity of 
computer science research methods that explore the learning 
experiences of novice programmers.  It is appropriate to discuss 
here the relationship between the technique and the 
phenomenographic approach to analyzing students’ experiences. 
The outcomes in phenomenographic research are shaped both by 
the researcher and the object of research [31]. This is the second 
order perspective by which the researcher discerns qualitatively 
different ways in which a phenomenon is understood. The 
individual voices disappear and the categories of outcomes are at 
the collective level. In the repertory grid technique there is less 
focus on the researcher’s interpretation. The researcher 
thematically gathers the constructs together while preserving 
information about each individual’s constructs about the 
phenomenon in the individual’s own words.  The focus of the 
study reported in this paper was to learn how students with 
different learning approaches underwent the course experience, 
and to use this understanding to tailor the course for better 
learning outcomes.  In the future, it would be a worthwhile 
exercise to use the phenomenographic approach to investigate 

qualitatively different ways in which students experience a 
similarly designed introductory programming course. 

Some necessary skills for grid practitioners are the ability to 
subsume another’s construing, to suspend personal values, to 
listen credulously, and to act with reflexivity [19]. For the author, 
the development of these skills was not easy to cultivate and 
became a part of the process of maturing as a researcher. In the 
role of a researcher, subsuming involved seeing the world through 
the students' eyes, and even experiencing some of the feelings 
involved, but also maintaining a sense of self as being separate 
from the other. The skill of suspending personal values when 
eliciting the constructs and the skill of truly listening to a student 
was not easy to cultivate. Although discussed in the context of 
psychotherapy and counseling, Kelly’s [27] notion of a credulous 
attitude also presented some problems. The students lacked 
knowledge of the theoretical basis of the course design, which in 
turn affected their constructs. However, it was difficult to refrain 
from being defensive in the face of what seemed as unwarranted 
criticism of the course. Developing the skill of reflexivity also 
meant examining and finding out some uncomfortable truths 
about one’s own role, actions, idiosyncratic beliefs, and emotions. 
This research was truly an exploration of the personal constructs 
of the researcher-practitioner. 

There are some limitations to the repertory grid technique. The 
setup of grids, the construct elicitation, and the data analysis 
procedures have considerable costs in terms of time and effort. 
Much of the tedium of doing these tasks can be alleviated by 
using computer based grid elicitation and analysis software. 
However, caution needs to be exercised in not over relying on the 
quantitative grid ratings [20]. In this study, which was 
predominantly qualitative, precedence was given to the 
interpretive aspects of construct summaries. The personal 
theories, while providing rich data for course redesign, are not 
easily generalizable to other contexts. However, the local 
knowledge can be applied by reflective transfer to new practice 
situations [37].  

This research study used the repertory grid interview technique to 
gain insights into how novice programmers experience 
programming. The construct categories that emerged from the 
grid data analysis related to the learning process (reflection and 
experiencing), learning content (information, coding, assessment), 
and learning support (scaffolding and collaboration). These 
categories pertain to essential elements in a course design that a 
teacher needs to attend to influence the learning outcomes. The 
results illuminate the value of a holistic approach in focusing on 
all aspects of the learning environment. Students’ constructs of 
their course experience serve to improve a course developer’s 
understanding of the contextual influences on students’ learning. 
In this study, the understanding of how the students viewed the 
programming activities and experiences provided valuable 
insights into how to structure the course for more effective 
learning. These insights are listed here, with the belief that 
situational understandings can be of universal significance by 
opening up possibilities for action in other contexts [15]. 

Learning process: (Learning through reflection; Learning as 

experiencing)  

Integrating reflective writing in programming assignments 
stimulates students to explore their experiences, to articulate new 
understandings, and to develop metacognition. 
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Creating a variety of learning experiences enables students to 
become more engaged in programming and leads to enrichment of 
learning. 

Learning content: (Learning from assessment; Learning by 

coding; Learning through information)  
Formative programming assignments and projects, that are 
interesting, challenging, and model real life, give opportunities to 
students to be creative. 

Effective learning is supported and a broad perspective of 
programming is gained when students actively engage in the 
planning process (designing with UML diagrams, use cases, and 
CRC cards) followed by the coding, testing, and refactoring 
phases. 

Educational media (IDEs, visualization software, web resources, 
and learning objects) can be leveraged to provide powerful 
learning experiences that enable students to investigate, explore, 
experiment, and practice programming. 

Learning support: (Learning through scaffolding; Learning 

from collaboration) 

Meaningful and timely feedback from peers, tutors, and software, 
in addition to the feedback given by the lecturer can help students 
to understand programming errors. 

Specific training for team building, conflict resolution, 
cooperative learning, and negotiation skills should be given to 
improve pair and team programming. 

8. CONCLUSIONS 
In this study, the repertory grid technique addressed 
epistemological concerns about ways of experiencing an 
introductory OOP course. It offered the basis for mixing methods 
in an action research project. It was underpinned by personal 
construct theory and grounded in constructivist and postpositivist 
paradigms. It enabled the blending of qualitative and quantitative 
methods to elicit personal constructs that embodied novice 
programmers’ experiences in their own voice. The data illustrated 
the students’ response to the shared course context, which in turn 
influenced refinements to the course design. At a personal level, 
the reflection on the personal constructs of the students shed new 
light on the teaching practice and was an empowering experience 
for an educator considering a theoretical framework for an 
introductory programming course design. 
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